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1
SYSTEM FOR AND METHODS OF
CONTROLLING USER ACCESS TO
APPLICATIONS AND/OR PROGRAMS OF A
COMPUTER

CROSS-REFERENCE TO RELATED
APPLICATIONS

The present application is a continuation and claims the
priority benefit of U.S. patent application Ser. No. 13/367,
228 filed Feb. 6, 2012, which claims the priority benefit of
U.S. provisional application No. 61/439,765 filed Feb. 4,
2011, the disclosures of which are incorporated herein by
reference.

BACKGROUND OF THE INVENTION

1. Technical Field

Various inventive embodiments disclosed herein relate
generally to computer security applications. In particular,
embodiments disclosed herein relate to a system for and
methods of controlling user access to applications and/or
programs of a computer.

2. Background

In a shared computing environment, multiple users are
accessing a common computer, such as a server, either
directly or remotely via a network connection. Often in a
shared computing environment most of the computer’s files,
programs, processes, and resources may be accessed or
browsed by the users. However, certain files, programs,
processes, and resources may be sensitive in nature and it
may be desired to restrict users’ access. Therefore, security
measures are implemented on shared computers that attempt
to provide isolation between users and thereby prevent one
user from accessing another user’s data and/or from per-
forming any unauthorized actions. Currently, computer
operating systems provide security features by which an
administrator of a shared computer may configure each user
(i.e., grant permissions or specify restrictions). However,
there may be a great deal of complexity associated with
using these security features. Therefore, the process of
configuring the security settings of multiple users may be
very difficult and time consuming.

BRIEF DESCRIPTION OF THE DRAWINGS

Various inventive embodiments disclosed herein, both as
to its organization and manner of operation, together with
further objectives and advantages, may be best understood
by reference to the following description, taken in connec-
tion with the accompanying drawings as set forth below:

FIG. 1 illustrates a block diagram of a computer that
includes security features for controlling user access to
applications and/or programs, according to the present dis-
closure;

FIG. 2 illustrates a flow diagram of a method of defining
public access to computer applications and/or programs,
according to the present disclosure;

FIG. 3 illustrates a flow diagram of a method of defining
user-specific and group-specific access to computer pro-
grams, according to the present disclosure;

FIG. 4 illustrates a flow diagram of a method of initial-
izing public access to computer programs, according to the
present disclosure;

FIG. 5 illustrates a flow diagram of a method of initial-
izing user-specific and group-specific access to computer
programs, according to the present disclosure; and
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2

FIG. 6 illustrates a flow diagram of a method of enforcing
access restrictions to computer applications and/or pro-
grams, according to the present disclosure.

DETAILED DESCRIPTION

The disclosure provides a system with improved security
features for controlling user access to applications and/or
programs, and more particularly to limiting or restricting
user access to applications and/or programs of a computer.
The system of the invention exhibits numerous advantages
over existing systems. In various embodiments, the system
and associated methods may provide a simple process by
which an administrator may specify a list of allowable
applications and/or programs. Further, in some embodi-
ments, the system of the invention may be configured such
that a data structure of allowable applications and/or pro-
grams are more readily available to an operating system
kernel module. The system and methods of the invention
provide isolation between different users and sessions, such
that one user accessing a shared computer cannot access
other user’s data and/or perform any unauthorized actions.

FIG. 1 illustrates a block diagram of a computer 100 that
includes security features for controlling user access to
applications and/or programs, and more particularly to lim-
iting or restricting user access to applications and/or pro-
grams of computer 100. Computer 100 includes an operating
system (OS) 110 such as Windows® (Microsoft Corpora-
tion, Redmond, Wash., USA) or Linux. OS 110 segregates
virtual memory into a kernel-mode address space 120 (i.e.,
kernel space) and a user-mode address space 150 (i.e., user
space). In general terms, kernel space is reserved for running
an OS kernel, kernel extensions, and most device drivers. In
contrast, user space is the memory area in which user mode
applications operate.

Although not explicitly shown in FIG. 1, those skilled in
the art will recognize that computer 100 includes other
components, such as input/output devices (e.g., mouse,
keyboard, display, touch screen), primary and/or secondary
storage medium or memory, a central processing unit (CPU),
a communications bus, a network connection, and the like.
Additionally, computer 100 may be accessed by one or more
users/groups 190. In one example, computer 100 may be a
host computer or centralized server that users/groups 190
may access remotely via a network (not shown). In other
example, computer 100 may be a shared public computer
that is accessed directly by one or more users/groups 190. In
yet another example, computer 100 may be accessed either
directly or via a remote connection. In any case, users/
groups 190 may be granted access to computer 100 using a
login and authentication process.

An operating system (OS) kernel module 124 and an
application access manager driver 128 are loaded into ker-
nel-mode address space 120. In embodiments in which OS
110 of computer 100 is the Microsoft Windows OS, OS
kernel module 124 may be NTOSKRNL.EXE. Application
access manager driver 128 may be implemented in the form
of a kernel dynamic link library (DLL) or driver. OS kernel
module 124 communicates with application access manager
driver 128 using software calls referred to as callbacks, as
will be further described herein.

This disclosure may relate to application publishing. The
functionality of a server application shall be visible to and
accessible by a client via a network. For example, server
application may be a computer-aided design (CAD) appli-
cation, such as AutoCAD (Autodesk, Inc., San Rafael,
Calif., USA) or Cadence Virtuoso (Cadence Design Sys-
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tems, San Jose, Calif.); a medical clinical workflow appli-
cation such as Symbia.net (Siemens AG, Munich, Ger-
many); an interactive mapping application such as Google
Earth (Google, Inc.) or a 3D game. The functionality of the
server application shall be visible to and accessible by the
client via a network. For example, the functionality of a
server application may be accessed from a client using a
process herein known as application publishing, which is
currently supported by products such as GraphOn GO-
Global, Microsoft Remote Desktop Services and Citrix
XenApp. Such application publishing may be performed in
accordance with teachings of commonly-owned U.S. Pat.
No. 5,831,609, filed Jun. 6, 1995, entitled “Method and
system for dynamic translation between different graphical
user interface systems,” which is incorporated by reference
as though fully set forth herein.

User-mode address space 150 includes any number of
application modules 154, a public application whitelist 158,
an public application whitelist manager 162, a user/group
application whitelist 170, and a user/group application
whitelist manager 174. User/group application whitelist 170
and public application whitelist 158 are maintained in any
data storage medium (not shown) of computer 100. The
communication path between application modules 154 and
OS kernel module 124 signifies that each application module
is capable of passing information (e.g., the path to an
application module) to OS kernel module 124 during opera-
tion. The communication paths from user/group application
whitelist 170 to user/group application whitelist manager
174 and from public application whitelist 158 to public
application whitelist manager 162 signify that both
whitelists can be read from storage and information therein
can be provided to application access manager driver 128
during operation.

When a process (parent process) running on computer 100
attempts to start another process (child process) while
executing code in an application module 154, a request is
sent to kernel address space 120, and more particularly to
OS kernel module 124. For example, on Windows comput-
ers, when a user double-clicks a Microsoft Word icon on the
desktop, the process running the Windows Desktop execut-
able module (i.e., EXPLORER.EXE) executes a number of
functions that eventually send a command to the OS kernel
module 124 to start a new process running the Microsoft
Word executable module (WINWORD.EXE). In this
example, the process running EXPLORER .EXE is the par-
ent process and the new process running WINWORD.EXE
is the child process. By way of useful background, Windows
Explorer is a Windows GUI shell that lets a user examine
hard drives, folders, and files of computer 100.

When application access manager driver 128 receives
notification of a request to run an application or process.
Application access manager driver 128 processes the request
and either allows the process to run or denies the request.
That is, as access to a certain application is requested,
application access manager driver 128 performs an applica-
tion filtering function according to the invention. In this way,
application access manager driver 128 is used to enforce
access restrictions on the applications of computer 100.

Public application whitelist 158 is a resource (e.g., a file
or files) for storing a list of applications that may be run by
all users/groups 190 on computer 100. Such a resource is
referred to in the art as a centralized whitelist. The contents
of public application whitelist 158 are set up by an admin-
istrator.

Public application whitelist manager 162 starts when
computer 100 boots up. Public application whitelist manager
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162 is responsible for communicating public application
whitelist 158 to application access manager driver 128 to be
stored in global data 136 at application access manager
driver 128, which can be accessed from any process. Public
application whitelist manager 162 reads public application
whitelist 158 from storage, adds to the whitelist any appli-
cations that an administrator has published to all users/
groups 190, and then sends the whitelist to application
access manager driver 128. As such, the act of publishing an
application automatically grants all users/groups 190 rights
to that application. Public application whitelist manager 162
sends public application whitelist 158 to application access
manager driver 128 directly via a method that allows user-
mode modules to send messages to kernel mode modules
(drivers). On Windows computers this may be done using an
10 Control.

User/group application whitelist 170 is a resource (e.g., a
file or files) for storing a list of programs that are allowed to
run on computer 100 by a specific user or group 190.
User/group application whitelist 170 may include an asso-
ciation between programs and users or groups. It is further
expressly contemplated that user/group application whitelist
170 may instead be a blacklist; that is, a resource storing
only those programs that are not allowed to be run by each
user or group 190. The contents of user/group application
whitelist 170 are set up by an administrator. The adminis-
trator may make manual entries to user/group application
whitelist 170 and/or automatically enable a user access to
programs that an administrator has published to a user or
group (e.g., programs that are referenced by shortcuts
included in the user’s profile.

User/group application whitelist manager 174 may be the
program that manages initialization of the user’s environ-
ment. User/group application whitelist manager 174 loads
user/group application whitelist 170 from storage, adds to
the whitelist programs that are published to the user (or
groups to which the user belongs), and sends user/group
application whitelist 170 to application access manager
driver 128 to be stored in user data 132. Public application
whitelist 158 can be edited by public application whitelist
manager 162 or by the logon process at user/group appli-
cation whitelist manager 174. By contrast, the user/group
application whitelist 170 can only be edited by the logon
process at user/group application whitelist manager 174. For
the purposes of the invention, public application whitelist
manager 162 and user/group application whitelist manager
174 may be implemented as separate processes or as a single
process.

FIG. 2 illustrates a flow diagram of a method 200 of
defining public access to applications and/or programs of
computer 100, and more particularly of defining public
application whitelist 158. Method 200 may include, but is
not limited to, the following steps.

At step 210, an administrator (or other user with similar
rights) uses an input device (not shown) of computer 100 to
enter information regarding applications and/or programs
that are required for users/groups 190 to access computer
100 and run the programs that are published to the user. On
Windows computers, an example of one such program is
ctfmon.exe, a Windows program that manages keyboard
layouts.

At step 220, the administrator uses an input device (not
shown) of computer 100 to enter information regarding
applications and/or programs that may be invoked by all
users/groups 190 of computer 100. That is, in the process of
configuring computer 100, the administrator publishes a set
of applications to all users/groups 190. For example, an
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administrator may publish Microsoft Word® by creating a
shortcut to Microsoft Word® in the Public\Desktop folder of
computer 100. The act of publishing an application to all
users/groups 190 automatically grants all users/groups 190
rights to that application, as described in step 450 of method
400 of FIG. 4.

Step 220 provides a benefit over conventional systems in
which there is no connection between the process of pub-
lishing applications to a user and restricting the user from
running applications that are not published. For example,
administrators can publish applications to users on Windows
computers using Group Policy Preferences and grant/deny
users access to applications using Group Policy. With these
methods, however, administrators must publish the applica-
tions and then separately perform manual steps to grant the
user the right to run the published applications and restrict
the user from running applications that are not published. In
step 220, administrators must only publish the applications;
the system then automatically grants the user access to the
published applications and denies the user access to all other
applications that are not in public application whitelist 158.

At step 230, the administrator saves the set of processes
defined at step 210 in the form of public application whitelist
158 to storage medium (not shown) of computer 100.
Optionally, the administrator may also save the list of
published applications defined at step 220 in public appli-
cation whitelist 158 to storage medium of computer 100, but
in order to avoid data duplication, published applications are
typically added to public application whitelist 158 at step
450 of method 400 of FIG. 4. In one example, public
application whitelist 158 is stored as an XML file in a default
system directory to which all users are granted read access
but only administrators are granted write access.

FIG. 3 illustrates a flow diagram of a method 300 of
defining user-specific and group-specific access to programs
of computer 100, and more particularly of defining user/
group application whitelist 170. Method 300 may include,
but is not limited to, the following steps.

At step 310, an administrator (or other user with similar
rights) uses an input device (not shown) of computer 100 to
enter information regarding the programs of computer 100
that specific users or groups are allowed to run. In one
example, the administrator generates a user-specific or
group-specific whitelist for each user or group 190. In
another example, the administrator generates one whitelist
in which each program entry includes a list of the users and
groups 190 that are allowed to access the program.

At step 320, which may be in addition to or in place of
step 310, the administrator publishes applications to specific
users or groups 190. For example, on a Windows computer,
an administrator may publish Microsoft Word® to a specific
group of users using Group Policy Preferences. Like step
220 of method 200 of FIG. 2, the act of publishing the
application automatically grants specific users 190 and/or
specific groups 190 rights to that application. As such, step
320 provides a benefit over conventional systems in which
there is no connection between the process of publishing
applications to a user or group and automatically granting
the user of group rights to run the applications. This process
is managed by user/group application whitelist manager 174
at step 530 of method 500 of FIG. 5. Again, current methods
use group policy to enforce process restrictions, in which an
administrator must publish the applications and then sepa-
rately perform manual steps to grant the user rights to certain
applications and/or to restrict the user from running appli-
cations.
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In one example, the administrator specifies an application
path and executable name for each allowable program. In
another example, a directory can be specified and all pro-
grams within the directory (and, if present, subdirectories of
the directory) can be considered allowable programs. In yet
another example, the administrator can specify that a hash
code be generated and used to identify each allowable
program. Hash codes may be derived using any conven-
tional or novel hashing process known to one of skill.

At step 330, the administrator saves the allowable pro-
cesses in the form of user/group application whitelist 170 to
storage medium (not shown) of computer 100. In one
example, each user/group application whitelist 170 is stored
in an XML file in a user-specific or group-specific directory.
Further, this file or directory can have read-only access
properties for users or groups 190. The properties are
enforced by OS 110 and prevent unauthorized modifications
of user allowable processes.

FIG. 4 illustrates a flow diagram of a method 400 of
initializing public access to programs of computer 100, and
more particularly of passing public application whitelist 158
to application access manager driver 128. Method 400 may
include, but is not limited to, the following steps.

At step 410, public application whitelist manager 162 is
started on computer 100. In one example, public application
whitelist manager 162 is started during the startup process of
OS 110. Note that startup typically occurs prior to user
authentication.

At step 420, public application whitelist manager 162
loads and initializes application access manager driver 128
if application access manager driver 128 is not already
running (e.g., if application access manager driver 128 is not
configured to load when OS 110 boots).

At step 430, application access manager driver 128 reg-
isters a “create process” callback function with OS kernel
module 124. This involves passing a reference to a function
of application access manager driver 128 to kernel module
124 that meets OS 110’s requirements for “create process”
callback functions. These requirements may include calling
convention and parameter requirements.

At step 440, public application whitelist manager 162
loads public application whitelist 158 from storage medium
(not shown) into primary memory (not shown) of computer
100.

At step 450, based on applications that are published in
step 220 of method 200 of FIG. 2, public application
whitelist manager 162 automatically adds the applications
that are published to all users to the contents of public
application whitelist 158. For example, on Windows com-
puters, the list of published applications may be obtained by
searching directories within the user’s user profile for short-
cuts to applications.

At step 460, public application whitelist manager 162
transmits the composite public application whitelist 158 to
application access manager driver 128. In so doing, the list
of public allowable programs crosses over from user-mode
address space 150 to kernel-mode address space 120.

At step 470, application access manager driver 128 stores
public application whitelist 158 in global data 136 of appli-
cation access manager driver 128.

The benefits of performing method 400 of FIG. 4 include
(1) bringing public application whitelist 158 into kernel
space, where it may be accessed with high efficiency during
user-specific program access enforcement methods and (2)
creating a communication path from OS kernel module 124
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to application access manager driver 128 that can be used to
enforce the program restrictions defined in public applica-
tion whitelist 158.

FIG. 5 illustrates a flow diagram of a method 500 of
initializing user-specific and group-specific access to pro-
grams of computer 100, and more particularly of passing
user/group application whitelist 170 to application access
manager driver 128. Method 500 may include, but is not
limited to, the following steps.

At step 510, a certain user 190 is authenticated with
computer 100. This step may include a username and
password check or other type of conventional or novel
authentication known to one of skill. This step generally
assumes that the list of allowable users has been predeter-
mined for computer 100 and is accessible from storage.

At step 520, user/group application whitelist manager 174
reads into memory (not shown) of computer 100 the list of
allowable programs contained in user/group application
whitelist 170 that are associated with the authenticated user
190 and any groups of which the user belongs. The allow-
able programs may be read from a file into a data structure
that can be quickly searched, such as an array list.

At step 530, based on applications that are published in
step 310 of method 300 of FIG. 3, user/group application
whitelist manager 174 automatically adds any applications
that are published to the authenticated user 190 to the
contents of user/group application whitelist 170. This also
includes automatically adding applications that are pub-
lished to any groups of which the authenticated user 190 is
a member. For example, on Windows computers, the list of
published applications may be obtained by searching direc-
tories within the user’s user profile for shortcuts to applica-
tions.

At step 540, user/group application whitelist manager 174
transmits the composite user/group application whitelist
170, which contains the user-specific list of allowable pro-
grams, to application access manager driver 128. Thus, the
user/group list of allowable programs exists in kernel-mode
address space 120.

At step 550, application access manager driver 128 stores
user/group application access whitelist 170 in user data 132
of the authenticated user 190. User data 132 resides at
application access manager driver 128.

The benefits of initialization method 500 include bringing
user/group application whitelist 170 into kernel-mode
address space 120, where it can be accessed with high
efficiency during user-specific application access enforce-
ment methods.

FIG. 6 illustrates a flow diagram of a method 600 of
enforcing access restrictions to applications and/or programs
of computer 100. More particularly, method 600 is an
example of a method of controlling user access to applica-
tions and/or programs of a computer. Method 600 may
include, but is not limited to, the following steps.

At step 610, any process (parent process) executing
application modules 154 attempts to launch a program of
computer 100 and thereby create a child process. For
example, the child process may be executing a word pro-
cessing program such as Microsoft Word®, which is WIN-
WORD.EXE, and the parent process of Microsoft Word®
may be Windows Explorer, which is EXPLORER. EXE.

At step 620, parent process executing a specific applica-
tion module 154 calls a “create process” function of OS
kernel module 124. The “create process” function requests
that OS kernel module 124 create a process and execute a
specific application module 154.
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At step 630, OS kernel module 124 prepares the process
for execution. For example, OS kernel module 124 may set
up an address space for the process, load the file containing
the specific application module 154’s code into memory,
and/or set up a stack for the process.

At step 640, before starting the process, OS kernel module
124 calls application access manager driver 128’s “create
process” callback function, which was registered with OS
kernel module 124 at step 430 of method 400 of FIG. 4.

At decision step 650, application access manager driver
128 determines whether the invoked program is present in
public application whitelist 158. For example, application
access manager driver 128 interrogates the contents of
public application whitelist 158 for the requested program.
If the program is present, method 600 proceeds to step 690.
If the program is not present, method 600 proceeds to
decision step 660.

At decision step 660, application access manager driver
128 determines whether the invoked program is present in
user/group application whitelist 170. For example, applica-
tion access manager driver 128 interrogates the contents of
user/group application whitelist 170 for the requested pro-
gram. [f the program is present, method 600 proceeds to step
690. If the program is not present, method 600 proceeds to
step 670.

According to one embodiment, public application
whitelist 158 and user/group application whitelist 170 are
both stored in kernel space memory. Decision steps 650 and
660 may include iterating through entries in both whitelists
and, for each allowable process entry, checking as to
whether the application matches the entry. In embodiments
in which the list of allowable processes is stored in any one
of a plurality of formats (e.g., a file name, a directory name,
ahash), checking may include a format-specific step, such as
comparing file name strings, iterating through a directory
and comparing file name strings found therein, and/or cal-
culating a file hash. The iteration may return a Boolean true
if the allowable process is found, otherwise returning false.

At step 670, having determined that the invoked program
is not present in any whitelist, application access manager
driver 128 returns a failure indication to OS kernel module
124.

At step 680, OS kernel module 124 terminates the
invoked program, which may include unloading any execut-
able modules of application modules 154 that were prepared
at step 630.

At step 690, having determined that the invoked program
is in either the public application whitelist 158 or user/group
application whitelist 170, application access manager driver
128 returns a success indication to OS kernel module 124.

At step 695, OS kernel module 124 starts the program,
which may include starting an initial thread of the process
that was prepared at step 630.

What is claimed is:
1. A method for controlling user access to applications,
the method comprising:

setting up a kernel-mode address space in memory;

identifying that a user is authorized to access the
requested application when the user is a member of a
select group of users by a hardware processor executing
instructions out of the kernel-mode address space setup
in the memory;

receiving a list of required applications that the select
group of users are allowed to access from a file, the list
of required applications including information that
associates one or more users of the select group of users
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with the required applications, and the file is stored in
a user-mode address space;

storing the information that associates the one or more
users of the select group of users with the required
applications in a data structure in the kernel-mode
address space accessible by a hardware processor when
executing program code of an operating system kernel,

publishing the required applications to the select group of
users by creating one or more shortcuts that identify the
required applications;
receiving a request to access an application of the required
applications from a computer operated by the user of
the select group of users over a network interface;

identifying that the user of the select group of users is
authorized to access the requested application when the
requested application is in the list of required applica-
tions, wherein the identifying that the user of the select
group of users is authorized to access the requested
application includes the hardware processor executing
the program code of the operating system kernel to
search the data structure stored in the kernel-mode
address space;

accessing the requested application according to a short-

cut of the one or more shortcuts, wherein the shortcut
of the one or more shortcuts identifies a folder where
the requested application resides, the requested appli-
cation is accessed by the hardware processor executing
the program code of the operating system kernel to
access an application module stored in the user-mode
address space, the user-mode address space is acces-
sible to the required applications, and the application
module includes program code that is associated with
the requested application; and

providing access to data associated with the requested

application to the computer operated by the authorized
user over the network interface.

2. The method of claim 1, further comprising:

receiving an input from a system administrator identitying

a new application to add to the list of required appli-
cations that the select group of users are allowed to
access;

creating a new shortcut that identifies a folder where the

new application resides;
receiving a request from another user of the select group
of users to access the new application from a computer
of the another user of the select group of users;

identifying that the another user of the select group of
users is authorized to access the requested application;
accessing the new application according to the new
shortcut; and

providing access to data associated with the new appli-

cation to the computer of the another user of the select
group of users.

3. The method of claim 2, wherein the creating of the new
shortcut allows all users of the select user group access to the
new application.

4. The method of claim 1, further comprising denying
access to an application that is not in the list of required
applications.

5. The method of claim 1, wherein the list of required
applications is stored in a group specific directory.

6. The method of claim 1, further comprising receiving
authentication information input by the user of the select
group of users from the computer associated with the user of
the select group of users before identifying that the user of
the select group of users is authorized to access the requested
application.
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7. A non-transitory computer readable storage medium

having embodied thereon a program executable by a hard-
ware processor to perform a method for controlling user
access to applications, the method comprising:

setting up a kernel-mode address space in memory;

identifying that a user is authorized to access the
requested application when the user is a member of a
select group of users by a hardware processor executing
instructions out of the kernel-mode address space setup
in the memory;

receiving a list of required applications that the select
group of users are allowed to access from a file, the list
of required applications including information that
associates one or more users of the select group of users
with the required applications, and the file is stored in
a user-mode address space;

storing the information that associates the one or more
users of the select group of users with the required
applications in a data structure in the kernel-mode
address space accessible by the hardware processor
when executing program code of an operating system
kernel,

publishing the required applications to the select group of
users by creating one or more shortcuts that identify the
required applications;

receiving a request to access an application of the required
applications from a computer operated by the user of
the select group of users over a network interface;

identifying that the user of the select group of users is
authorized to access the requested application when the
requested application is in the list of required applica-
tions, wherein the identifying that the user of the select
group of users is authorized to access the requested
application includes the hardware processor executing
the program code of the operating system kernel to
search the data structure stored in the kernel-mode
address space;

accessing the requested application according to a short-
cut of the one or more shortcuts, wherein the shortcut
of the one or more shortcuts identifies a folder where
the requested application resides, the requested appli-
cation is accessed by the hardware processor executing
the program code of the operating system kernel to
access an application module stored in the user-mode
address space, the user-mode address space is acces-
sible to the required, and the application module
includes program code that is associated with the
requested application; and

providing access to data associated with the requested
application to the computer operated by the authorized
user over the network interface.

8. The non-transitory computer readable storage medium

of claim 7, the program further executable to:

receive an input from a system administrator identifying
a new application to add to the list of required appli-
cations that the select group of users are allowed to
access;

create a new shortcut of the one or more shortcuts that
identifies a folder where the new application resides;

receive a request from another user of the select group of
users to access the new application from a computer of
the another user of the select group of users;

identify that the another user of the select group of users
is authorized to access the requested application;

access the new application according to the new shortcut;
and
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provide access to data associated with the new application
to the computer of the another user of the select group
of users.
9. The non-transitory computer readable storage medium
of claim 8, wherein the creating of the new shortcut allows
all users of the select user group access to the new appli-
cation.
10. The non-transitory computer readable storage medium
of claim 7, the program further executable to deny access to
an application that is not in the list of required applications.
11. The non-transitory computer readable storage medium
of claim 7, wherein the list of required applications is stored
in a group specific directory.
12. The non-transitory computer readable storage medium
of claim 7, the program further executable to receive authen-
tication information input by the user of the select group of
users from the computer associated with the user of the
select group of users before identifying that the user of the
select group of users is authorized to access the requested
application.
13. An apparatus for controlling user access to applica-
tions, the apparatus comprising:
a user-mode data store that stores a file that includes a list
of required applications that a select group of users are
allowed to access, the list of required applications
including information that associates one or more users
of the select group of users with the required applica-
tions, and the file is stored in a user-mode address
space;
a memory;
a hardware processor, wherein the hardware processor
executing instructions out of the memory:
sets up a kernel mode address space in the memory,
identifies a user as being authorized to access the
requested application when the user is a member of
the select group of users by the hardware processor
executing instructions out of the kernel mode
memory address space setup in the memory,

stores the information that associates the one or more
users of the select group of users with the required
applications in a data structure in the kernel-mode
address space accessible by the hardware processor
when executing program code of an operating sys-
tem kernel,

publishes the required applications to the select group
of users by creating one or more shortcuts that
identify the required applications; and

a network interface that receives a request to access an
application of the required applications from a com-
puter operated by a user of the select group of users,
wherein the hardware processor executing instructions
out of the memory:
identifies that the user of the select group of users is

authorized to access the requested application when
the requested application is in the list of required
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applications, wherein the identifying that the user of
the select group of users is authorized to access the
requested application includes the hardware proces-
sor executing the program code of the operating
system kernel to search the data structure stored in
the kernel-mode address space,

accesses the requested application according to a short-
cut of the one or more shortcuts, the shortcut of the
one or more shortcuts identifies a folder where the
requested application resides, wherein the requested
application is accessed by the hardware processor
executing the program code of the operating system
kernel to access an application module stored in the
user-mode address space, and the application module
includes program code that is associated with the
requested application, the user-mode address space
is accessible to the required applications, and

provides access to data associated with the requested
application to the computer operated by the autho-
rized user, the data provided over the network inter-
face to the computer operated by the user.

14. The apparatus of claim 13, further comprising an input
device, wherein:

the input device receives an input from a system admin-

istrator identifying a new application to add to the list
of required applications that the select group of users
are allowed to access, and

the hardware processor executing instructions out of the

memory creates a new shortcut that identifies a folder
where the new application resides,

the network interface receives a request from another user

of the select group of users to access the new applica-

tion from a computer of the another user of the select

group of users, and the hardware processor executing

instructions out of the memory:

identifies that the another user of the select group of
users is authorized to access the requested applica-
tion,

accesses the new application according to the new
shortcut, and

provides access to data associated with the new appli-
cation to another computer operated by the another
user of the select group of users, the data associated
with the new application is provided over the net-
work interface to the another computer operated by
the another user of the select group of users.

15. The apparatus of claim 14, wherein the creating of the
new shortcut allows all users of the select user group access
to the new application.

16. The apparatus of claim 13, wherein access to an
application that is not in the list of required applications is
denied.

17. The apparatus of claim 13, wherein the list of required
applications is stored in a group specific directory.
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